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1. Shape interface

public interface Shape{

double getArea();

}

1. Circle Class

public class Circle implements Shape{

double radius;

final double PI = 3.1415;

public Circle(double r){

radius = r;

}

public double getArea(){

return PI\*radius\*radius;

}

}

1. Rectangle Class

public class Rectangle implements Shape{

double length;

double height;

public Rectangle(double b, double h){

length = b;

height = h;

}

public double getArea(){

return length\*height;

}

}

1. Runner Shape interface

public class Runner{

public static void main(String[] args) {

Shape[] shp = new Shape[2];

shp[0] = new Circle(5);

shp[1] = new Rectangle(3, 5);

for(int i = 0; i < shp.length; i++){

System.out.println(shp[i].getArea());

}

}

}

2. Payable interface

public interface Payable{

double getPaymentAmount();

}

2. Invoice Class

public class Invoice implements Payable{

private String partNumber;

private String partDescription;

private int quanity;

private double pricePerItem;

public Invoice(String pNumber, String pDes, int quan, double ppi){

partDescription = pDes;

partNumber = pNumber;

quanity = quan;

pricePerItem = ppi;

}

public double getPaymentAmount(){

return quanity \* pricePerItem;

}

}

2. Employee Class

public abstract class Employee implements Payable{

private String firstName;

private String lastName;

private String socialSecurityNumber;

public Employee(String fName, String lName, String ssn){

firstName = fName;

lastName = lName;

socialSecurityNumber = ssn;

}

}

2. SalariedEmployee Class

public class SalariedEmployee extends Employee implements Payable{

private double weeklySalary;

public SalariedEmployee(String fName, String lName, String ssn, double ws){

super(fName, lName, ssn);

weeklySalary = ws;

}

public double getPaymentAmount(){

return weeklySalary;

}

}

2. Runner Payable Interface

public class Runner{

public static void main(String[] args) {

Payable[] pb = new Payable[2];

pb[0] = new Invoice("10", "Good", 3, 900);

pb[1] = new SalariedEmployee("Daoud", "Hussain", "122", 15540);

for(int i = 0; i < pb.length; i++){

System.out.println(pb[i].getPaymentAmount());

}

}

}

3. Point Cloneable Class

public class Point implements Cloneable{

//Data members

private int x;

private int y;

//Full-Argument constructor

public Point(int xVal, int yVal){

x = xVal;

y = yVal;

}

//Overriding Interface method

public Object clone(){

Point p = new Point(this.x, this.y);

return p;

}

public void move(int xVal, int yVal){

x += xVal;

y += yVal;

}

public int getX(){

return this.x;

}

public int getY(){

return this.y;

}

}

3. Point Runner

public class Runner{

public static void main(String[] args) {

Point origin = new Point(3,4);

Point p1 = (Point)origin.clone();

System.out.print(p1.getX() + " ");

System.out.print(p1.getY());

}

}